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Abstract

The goal of this Master of Engineering design project was to build a control and scoring system for high school
quiz bowls. The system consists of a moderator unit and player units which ensures that only one of eight
players may buzz-in to answer a question. A scoreboard and timer unit design is discussed which is flexible
enough for any style of competition. Since the printed circuit boards are being fabricated as this report
goes to print, no field tests of the complete system have been conducted. However, individual components
have been tested, and additional work on the project will continue after this report is printed. Please
visit http://instructl.cit.cornell.edu/courses/eceprojectsland/STUDENTPR0OJ/2005t02006/rw88/

for complete and uptodate documentation, source code, schematics, and layouts in full color.

Dedication

This design project is dedicated to the members of the Colchester High School Scholars’ Bowl team past,
present, and future. May we continue to compete strong and have fun doing it. Mr. Devino and Mr.
Desrosiers, thank you for a great four years of competition. Hopefully this system will last longer than the
old one did.

— Richard J. D. West, Colchester High School Class of 2002

Report Approved by:
Project Advisor: Date:
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Executive Summary

High school quiz bowls are common around the nation. In the state of Vermont, the quiz bowl equivalent
is the Vermont-NEA Scholars’ Bowl. While the heart of any Scholars’ Bowl match is the students, the
technological heart is the control/lockout system. The lockout system ensures that only one student is able
to buzz-in to answer a question but there exists an equal opportunity for all the students. Several commercial
lockout systems exist, but they are fairly expensive.

The goal of this Master of Engineering design project is to design a complete lockout system and score-
board/timer system suitable for use in a Scholars’ Bowl match. This system will be donated to the Colchester
High School Scholars’ Bowl team for use in their practices and matches. While the design aspects of the
project are complete, delays fabricating the printed circuit boards mean that the project will not be com-
plete by the time this report goes to print. Field tests of the complete system have not be conducted, but
individual components have been successfully tested. Full testing and finishing touches will continue af-
ter this report is printed. Please visit http://instructl.cit.cornell.edu/courses/eceprojectsland/
STUDENTPR0J/2005t02006/rw88/ for complete and uptodate documentation, source code, schematics, and

layouts in full color.
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1 Introduction

High school quiz bowls are common around the nation. In the state of Vermont, the quiz bowl equivalent
is the Vermont-NEA Scholars’” Bowl. Scholars’ Bowl has grown over its twenty-two years of competition to
include thirty-three teams from across Vermont and parts of New Hampshire [1]. While some of these teams
are traditional powerhouses, every year presents a completely new competition with a completely new set of
strong teams.

While the heart of any Scholars’ Bowl match are the students, the technological heart is the lockout
system. The lockout system ensures that only one student is able to buzz-in to answer a questions but there
exists an equal opportunity for all the students. Several commercial lockout systems exist, but they are fairly
expensive. An inexpensive alternative is the minikit shown in figure 1. This minikit is an analogue lockout
system for four players and a moderator gathered around a table. Of course, this inexpensive alternative is

not suitable for competition on the scale of Scholars’ Bowl.

(a) The minikit. (b) The finished product.

Figure 1: A commercially available lockout system kit from gkits.com.

The goal of this Master of Engineering design project is to design a lockout system capable of meeting
the demands of a Scholars’ Bowl match. The lockout system consists of the moderator and player units
which is presented in section 2. In addition to the moderator and player units, a scoreboard and timer unit
design is presented in section 3. While neither of these units have been completed due to fabrication delays,
many aspects of the hardware and software have successfully been tested as discussed in section 4.

2 Moderator and Player Units

In a Scholars’ Bowl match, there are two teams of four players each [1]. Each player has a buzzer with which
they may communicate their desire to answer a question to the moderator’s unit. The moderator’s unit
must ensure that only the first player to buzz-in is granted the right to answer the question. This right is
indicated by illuminating the player’s buzzer, locking-out the other players, and sounding an audible tone.
Once the player has been recognized by the moderator, the player has five seconds in which to answer the
question [1]. When the five seconds has elapsed, another audible tone is produced. The moderator then

resets the lockout and proceeds to allow other players to buzz-in or onto another question.

2.1 High-level Design

The high-level structure of the moderator and player units can be seen in figure 2. Each player has a button
(buzzer) which is connected to a player unit shared by two players. There are four player units in total which
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are connected to the moderator unit. Typically, each player would have their own unit, but an eight unit
arrangement takes more time to setup and has more cords to trip over. By grouping two players together,

the number of cords is halved with little impact on the players themselves.
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Figure 2: High level view of the moderator and player units.

Both the players and the moderator must be able to ascertain the state-of-play at all times during a
match. Therefore, the moderator and player units must efficiently convey as much information as possible.
Information such as the amount of time remaining to answer a question, the state of the lockout, and who has
buzzed-in are especially important. As a result, both the moderator unit and the player units illuminate to
indicate someone has buzzed in. The time remaining to answer a question is displayed both on the moderator

unit and on a peripheral board for the benefit of the players.

2.2 Software Design

Atmel’s ATmegaXX4 series of microcontrollers’ were originally going to be used as the heart of the modera-
tor’s unit. The ATmegaXX4 series has configurable external interrupts on every I/O pin making it ideal [2].
Enabling external interrupts on the pins connected to the players’ buzzer would ensure only one player can
be granted the right to answer the question. Unfortunately, the ATmegaXX4 series of microcontrollers had
some production problems which delayed distribution [3]. As a result of this delay, the planned ATmegaXX4
had to be replaced by an ATmega322.

Since the ATmega32 does not have external interrupt support on every pin [4], the pins connected to the
players’ buzzer have to be polled in a tight loop. The polling loop must be as tight as possible to minimize the
probability that two players can buzz-in during the same iteration through the loop. During each iteration,

IThe ATmegaXX4 series consists of the ATmegal64, ATmega324, and the ATmega644. At the time of writing this report,
only the ATmega644 is in production [3].

2The pin configurations for the ATmegal6, ATmega32, ATmega64, ATmegal64, ATmega324, and ATmega644 are identical
except for the ”alternative functions” available on each pin [3].
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the polling loop must check the players’ buzzers only if the players are not locked-out, but the moderator’s
buttons must be checked regardless of the state of the lockout.

Whenever a button/buzzer is detected as pushed, appropriate action is taken. If the unit is not locked-out
and a player buzzes-in, the unit locks-out and illuminates the player’s light. Since the pins for the lights
alternate with the pins for the buzzers, a light can be illuminated by simply shifting the value of PINx
left by one and assigning the resulting value to PORTx (where x is either A or B). In order to attract the
moderator’s attention, a tone is sounded corresponding to which team the player is on. Since the player
must wait to be recognized by the moderator before answering the question, the moderator’s timer is cleared
to prevent a mistaken timeout. The pseudocode for this action is presented in listing 1.

if not locked-out
if a player buzzed-in
lockout unit
illuminate light
make sound
clear moderator’s timer

S T W N

Listing 1: Psuedocode for handling players buzzing-in.

The moderator may reset the lockout or the timer at any time. The timer can be set to either five or ten
seconds. Five seconds is the traditional amount of time to answer a question in Scholars’ Bowl, but a recent
addition to the rules allows for an additional five seconds (ten total) for mathematics questions requiring
calculations [1]. Whenever the timer expires, the unit locks-out and sounds an audible tone. To unlock the
unit, the reset button must be pressed, but the timer can be zeroed without locking-out the unit with the

zero seconds button. The pseudocode code for these actions is presented in listing 2.

if moderator has pressed a button
if reset
unlock unit
clear players’ lights
clear moderator’s timer
else if O seconds
clear moderator’s timer
else if 5 seconds
set moderator’s timer for 5 seconds
10 enable timeout audio
11 else if 10 seconds
12 set moderator’s timer for 10 seconds
13 enable timeout audio

© 00~ O U kW N

Listing 2: Psuedocode for handling moderator’s buttons.

The moderator’s timer is interrupt driven to ensure its accuracy is at least as accurate as the 16MHz
crystal oscillator. The crystal oscillator drives a 16-bit hardware timer (timerl) with a prescalar of sixty-
four. With this prescalar, each clock cycle takes one two-hundred-and-fifty-thousandths of a second or four
microseconds. A four microsecond clock cycle allows for many convenient interrupt periods using timerl1’s
Clear Timer on Compare Match (CTC) Mode and setting the Output Compare Register (OCR1A) [4].
Equation 2 shows how to compute the OCR1A value for a desired interrupt period. This interrupt period
needed to be small enough to allow for accurate timing but long enough to maintain a tight polling loop.
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After some testing, an interrupt period of fifty milliseconds was chosen as a good balance.

focria etk (1)
2% Prex(1+ OCR1A)
1
Tocrma = H—— (2)
focria

All audio is produced using timer2’s waveform generator. Since timer2 can handle waveform generation
entirely in hardware, there is no additional interrupts required to control the waveform. This has the benefit
that the software only needs to enable and disable timer2 to toggle the audio on and off. The frequency of

the audio can be set using equation 2.

2.3 Hardware Design

The key to the hardware design for the moderator and player units is simplicity. For the moderator unit,
there are four main functions the hardware must serve: connecting to the player units, interacting with the
moderator, displaying the timer, and sounding audible tones. Since the tones are produced using a simple
piesoelectric buzzer, the only special connection required to the microcontroller is to one pin. The timer
needs to be two digits long since both five and ten seconds are valid amounts of time to answer questions.
Outputting both digits directly to a seven-segment display would require fourteen pins. The pin count for
the display can be reduced to only eight if two 4511 integrated circuits were used to drive the seven-segment
displays.

Interactions with both the moderator and the players require the largest number of pins. Each of the
eight players has a button input and a light output for a total of sixteen pins. The moderator only requires
four buttons: one to reset the lockout, one to zero the timer, one to set the timer for five seconds, and
one to set the timer for ten seconds. All of the lights and buttons are active-low devices (see figure 3).
The buttons would require pull-up resistors if the microcontroller does not have software-controlled internal
pull-up resistors. Resistors are required for the LEDs to limit the current to below their maximum operating
current.

The player units are connected to the moderator unit via RJ11-6 crossover cables. Each cable provides
power and ground to the player units as well as two lines for the buttons and two lines for the LEDs.
The LEDs are mounted on the player units whereas the buttons are connected to player unit via a small
miniboard. This miniboard is placed inside a piece of PVC piping that serves as a player’s buzzer and

contains a small capacitor to reduce mechanical switch bounce.

3 Scoreboard and Timer Unit with Remote Control

The thrill of competition comes from competing against your opponents and the clock. As the final seconds
of the match tick away, you look up at the scoreboard and reflect on the large deficit you just overcame.
You now hope your slim lead will not disappear with the next question. The battle continues until the final

buzzer sounds, and that is why you compete.
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(a) Active-low pushbutton. (b) Active-low LED.

Figure 3: Hardware setups for (a) an active-low pushbutton and (b) an active-low LED.

3.1 High-level Design

Scores in Scholars’ Bowl matches typically range between just under zero up to about four hundred points.
As a result, each team’s score needs to be represented by three digits. Each digit needs to be visible over a
wide variety of viewing angles and distances. The viewing distance increases as the digit size increases, so
the digits have to be fairly large to be seen over a reasonable distance. The hundreds digit doubles as the
negative since should a team’s score drops below zero during the course of a match.

A match consists of several rounds of varying lengths. The first round lasts ten minutes, and the second
round lasts nine minutes. Between the first and second rounds there is a quick rapid-fire round which last
sixty seconds for the receiving team and forty-five seconds for the opposing team [1]. Practice matches,
however, have an arbitrary time limit, so it is necessary to allow the round timer to be set to any arbitrary

time. Once this time expires, an audio tone sounds to signal the end of the round.

3.2 Software Design

Compared with the software design for the moderator and player units, the software design for the scoreboard
and timer unit is more complex. This complexity stems from the scale of the unit with its ten digits. It is
necessary to encode these ten digits efficiently using tens-complement, packed binary coded decimal (BCD;
see 3.2.1). Even using packed BCD, multiple microcontrollers are needed to produce all ten digits. These
microcontrollers need to communicate between each other (see 3.2.3). Further communication is needed

between the scorekeeper (see 3.2.2).

3.2.1 Binary Coded Decimal (BCD) Arithmetic

Binary Coded Decimal (BCD) is an alternative means to encode decimal values within a computer. Instead
of expressing decimal values as a sum of powers of two, BCD expresses each decimal digit separately as a

sum of powers of two. Table 1 shows how to equivalently express decimal digits in binary, unpacked BCD,
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and packed BCD. Packed BCD is more space efficient than unpacked BCD since two decimal digits are
represented per byte in packed BCD [5].

decimal | binary | unpacked BCD | packed BCD

0 0x00 0x0000 0x00
1 0x01 0x0001 0x01
2 0x02 0x0002 0x02
1 1 1 1

9 0x09 0x0009 0x09
10 0x0A 0x0100 0x10
11 0x0B 0x0101 0x11
1 1 1 1

15 0x0F 0x0105 0x15
16 0x10 0x0106 0x16
17 0x11 0x0107 0x17
. 1 . .

97 0x61 0x0907 0x97
98 0x62 0x0908 0x98
99 0x63 0x0909 0x99

Table 1: Equivalent means to encode decimal values using binary, unpacked BCD, and packed BCD. All the
non-decimal values are expressed in hexadecimal for convenience. Adapted from [5].

While packed BCD is space efficient, it is not necessarily computationally efficient since arithmetic has
to be performed per nibble as opposed to per byte. However, performing arithmetic per nibble has the
advantage that normalizing an invalid BCD digit also forces a carry. A BCD digit is invalid if its value is
between ten and fifteen as a result of binary arithmetic. If the arithmetic operation is addition, a BCD
digit is normalized by adding six. If the arithmetic operation is subtraction, a BCD digit is normalized by

subtracting six [6]. This process is summarized in Listing 3.

peform binary arithmetic on score
foreach bcd_digit in score
if bcd_digit is invalid
adjust bcd_digit by +/- 6 to normalize and force carry;

Listing 3: Psuedocode for BCD arithmetic. Adapted from [5, 6].

Through repeated subtractions, it is possible for a team’s score to become negative. Negative numbers
can be expressed in several ways using packed BCD just as in binary. In binary, negative numbers can be
expressed in sign-magnitude encoding or twos-complement encoding. Likewise, in packed BCD, negative
numbers can be expressed in sign-magnitude encoding or tens-complement encoding (see table 2). In sign-
magnitude encoding, the upper nibble is used as a sign-digit to encode if the number is positive (zero) or
negative (nine). This zero/nine sign encoding dramatically reduces the range of packed BCD values as well
as introduces the problem of a double zero-one positive, the other negative [5].

Both of these problems are addressed by tens-complement encoding which recenters the range of packed
BCD values around a single zero. Tens-complement arithmetic is completely analogous to twos-complement
arithmetic [5, 6]. In twos-complement arithmetic, negating a number is performed by subtracting it from the
largest unsigned binary value and adding one to the result. Since the largest unsigned binary value represents

negative one when signed, the negating process can be expressed as subtract the value from negative one and

10
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(a) Unsigned BCD

(b) Sign-magitude BCD

(c¢) Tens-complement BCD

packed BCD | decimal packed BCD | decimal packed BCD | decimal
00 0 00 0 00 0
01 1 01 1 01 1
02 2 02 2 02 2
! ! ! ! ! !
09 9 07 7 47 47
10 10 08 8 48 48
11 11 09 9 49 49
12 12 90 -0 50 -50
{ { 91 -1 ol -49
97 97 92 9 52 -48
98 98 1 1 + 4
99 99 97 7 97 -3
98 -8 98 -2
99 -9 99 -1
(d) Packed BCD ranges
Unsigned | Sign-magnitude | Tens-complement
. ., Min 0 -9 -50
2diglt \re | 99 9 49
. ., Min 0 -99 -500
S-diglt v | 999 99 499
A-digit Min 0 -999 -5000
Max 9999 999 4999

Table 2: Decimal equivalence of unsigned, sign-magnitude, and tens-complement packed BCD and their

ranges. Adapted from [5].

add one Thanks to a convenient, property of binary, two-complement simplifies to a single logic operation

and a single arithmetic operation. Similarly, in tens-complement arithmetic, negating a number is performed

by subtracting it from the largest unsigned BCD value (a nine in every digit position) and adding one to the

result. Unfortunately, there is no quick manner in which to compute the tens-complement of a BCD value.

Listing 4 shows the pseudocode for twos-complement and tens-complement.

twos-complement:

subtract from largest unsigned binary value and 1
i.e. y = ((0OxF..F - x) + 1);
or equivalently, invert bits and add 1

ie. y = ((Cx) + 1)
tens-complement:

subtract from largest unsigned BCD value and add 1

for 2-digits, 0x99; for 3-digits, 0x999; etc.
i.e. y = ((0x9..9 - x) + 1);

Listing 4: Pseudocode for Twos- and Tens-complement. Tens-complement pseudocode adapted from [6]

11
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3.2.2 RCS5 Infrared Remote Control Protocol

To avoid running a large bundle of cable to the scoreboard and timer unit, control for the unit is by remote
control using Philips’ RC5 infrared remote control protocol. The RC5 protocol uses a bi-phase Manchester
code. In a Manchester code, a logical bit is split into two phases where the two phases are complements of
eachother. These complemented phases produce a falling edge for a logic zero and a rising edge for a logical
one. When transmitting a high phase, the RC5 protocol modulates the signal at 36kHz to distinguish it
from background infrared noise [7, 8, 9].

An RC5 command frame is fourteen bits long as shown in figure 4. The first two bits are start bits which
are always logical one. The third bit is a control bit which toggles each time a button is pressed. After the
control bit comes five system bits and six command bits. The address bits are used to distinguish commands
intended for different devices. The command bits contain one of sixty-four commands which vary by device
[7, 8, 9].

ISt1 |St2|C”|| S4| S3| S, | 5 |

I
H

wn

ol S5] 54 S4[S, 8 [S, |

|
o'

=

Figure 4: The RC5 infrared protocol frame. From [7, 8].

The software for both transmitting and receiving commands using an RC5 frame is derived from Atmel
AVR Application Note 415 [8] and 410 [7], respectively. As in [7], the project requires a 38 kHz modulated
signal to be decoded by the demodulator. The demodulated signal is read by the master ATmega32 which

forwards commands to two slave ATtiny26(L)s.

3.2.3 Inter-Microcontroller Communication

Communication between the ATmega32 and the two ATtiny26(L)s is very simple. The ATtiny26(L)s poll
the current command from the ATmega32. If the new command is different from the previous command,
a new command has been received and is executed. If not, a new command has not been received. This
polling scheme has the advantage that the inter-microcontroller communication is simply one-way without
any need for an acknowledgment. A disadvantage of this polling scheme is that a command that needs to be
executed more than once must be issued with an intervening null command. This null command can only
be issued by the ATmega32 if it receives two distinct commands from the remote control. Therefore, the

scorekeeper must press the same button multiple times for multiple responses.

3.3 Hardware Design

The first incarnation of the scoreboard and timer unit (figure 5) has several problems. The greatest of these
problems is power consumption. Each of the two-hundred-and-thirteen LEDs requires twenty milliamps of
current for a total current requirement of 4.26 amps. Neither the power supply nor the regulator were rated
to supply this much current. To supply the necessary current, a stand-alone, self-regulated power supply
was purchased which can source upto six amps at five volts.

In addition to the supply problems, long power and ground traces caused the supply voltages to drift
towards eachother due to resistive losses. These losses were significant enough that ICs connected to the far
end of the trace would receive only a brownout-level voltage. By rewiring and thickening the supply traces,

12
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(c¢) A closeup of the timer. (d) A closeup of a team score.

Figure 5: Photos of the first version of the scoreboard and timer unit.

the resistivity and the length of the traces should decrease. Currently, the revised scoreboard and timer unit
is being fabricated, but the completed printed circuit board (PCB) will not arrive back from the fab until
after this report goes to printing.

While much of the hardware for the scoreboard and timer unit is pretty self-explanatory, generating a
negative sign for the scores requires some additional hardware. Each digit of the score is driven using a 4511.
The 4511 has an input (_BI.) which blanks the display when driven low by an inverted control signal from
the ATtiny26L. When the control signal (neg) is high, the 4511 blanks the display, and the control signal
drives the g-segment of the hundreds digit. The logic for both these operations can be found in equations 3
and 4.

_BI. = neg®neg (3)
Jout = Gin D ney (4)
Jout = Gin Dneyg

Jout = m (5)

This logic can easily be implemented using a 4001 Quad-NOR integrated circuit. Since NOR is an
inverting logic operation, equation 4 has to be modified slightly. The modified logic is shown in equation
5 and requires two NOR gate. The first NOR gate performs the inverted logic, and the second NOR gate

13



Richard J. D. West ’05 MEng Design Project

is wired as an inverter to produced the desired g,.¢ from equation 4. In total, only three of the four NOR

gates on the 4001 are actually used.

4 Testing

Since the printed circuit boards are still being fabricated, there has been no field testing of the complete
system. However, individual components have been tested using several ATSTK500 development boards
as seen in figure 6. Working with the ATSTK500 development boards allowed for software debugging and
tuning. Most aspects of the software were able to be tested in this manner. The notable exception was the

remote control code due to the poor signal quality of a 38kHz through a standard breadboard.

Figure 6: The author surrounded by equipment for testing purposes. Photo courtesy of Bruce Land.

Several aspects of the hardware design had to be constructed on a breadboard for testing purposes if
they could not be tested using the ATSTK500. The ATSTK500 has eight LEDs and eight normally-open
pushbuttons which can substitute for any LED or pushbutton throughout the design, but the ATSTKS500
does not have a piezo speaker or a seven-segment display. A piezo speakers and seven-segment displays
had to be wired on a breadboard in order to test both the audio and the functionality of the 4511 BCD to

seven-segment decoder.

14
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5 Conclusion

While the project is currently incomplete as this report goes to printing, it will be completed before gradu-
ation 29 May 20063. The completed project will be fully packaged and field tested prior to being donated
to Colchester High School’s Scholars’ Bowl team. The Scholars’ Bowl season is over for the year, but this
project should be beneficial for the team for both competition and practices. Since practices are typically
attended by more than eight people (alumni and faculty love to join in), expanding the moderator unit to
allow for additional moderator and/or player units to be daisychained would allow for more players to have

a real buzzer when attending practices.
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A Complete Source Code

Complete source code is available for download from http://instructl.cit.cornell.edu/courses/eceprojectsland/
STUDENTPR0J/2005t02006/rw88/code/ and is written using CodeVisionAVR. All of the source code is pub-
lished under the GNU General Public License. Please consult the above URL for any changes to the source

code since its publication in early May, 2006.

A.1 ATmega32 Source for the Moderator & Player Units

This source code is located at http://instructl.cit.cornell.edu/courses/eceprojectsland/STUDENTPROJ/

2005t02006/rw88/code/mod m32. c.

~
*

Richard West ’05

Master of Engine

From http://www.

This program is
modify it under
as published by
of the License,

This program is
but WITHOUT ANY
MERCHANTABILITY

You should have
along with this
Foundation, Inc.
02110-1301, USA.

DESCRIPTION:

EE R R S B R R BT N T R I R R R R R R R T RN R

*
~

#include <mega32.h>

2006 Master of Engineering Candidate
Electrical and Computer Engineering

ering Design Project

COPYRIGHT & LICENSE:
Copyright (C) 2006 Richard West

gnu.org/copyleft/gpl.html:

free software; you can redistribute it and/or
the terms of the GNU General Public License
the Free Software Foundation; either version 2
or (at your option) any later version.

distributed in the hope that it will be useful,
WARRANTY; without even the implied warranty of
or FITNESS FOR A PARTICULAR PURPOSE. See the

GNU General Public License for more details.

received a copy of the GNU General Public License
program; if not, write to the Free Software
, 51 Franklin Street, Fifth Floor, Boston, MA

// audio definitions
#define NONE 0x00
#define TIME 0x01
#define TEAMA 0x02
#define TEAMB 0x03
#define PWM_OFF 0x00 // turn off pwm

#define PWM_ON Ox1
#define F_TIME Ox1

C // CTC with toggle on match
8 // 0x18 = 5000 Hz

#define F_TEAMA 0x31 // 0x31 = 2500 Hz
#define F_TEAMB 0x7C // 0x7C = 1000 Hz

// time definitions
#define STOP 0x00
#define RUN 0x01

signed char i, j;

unsigned char wait,
unsigned char locko
unsigned char audio

time, time_status;
ut;

3

interrupt [TIM1_COMPA] timl_compa_isr(void) {

if (0 < wait) wai

o=

17
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else if (RUN == time_status) {
// reset wait for another second and update time
wait = 20;
time--;
PORTC = time;
}
}

void main(void) {

// initialize timerl

TIMSK = 0x10; // enable timerl compareA interrupt
TCCR1B = 0x0B; // clear on match A, set prescalar to 64
OCR1A = 12500; // interrupt every 1/20 seconds

// initialize timer2 as HW PWM
TCCR2 = PWM_OFF;
OCR2 = F_TEAMA;

// initialize I/0

DDRA = 0x55; // buzzers on odds, lights on evens

PORTA = OxFF; // set pull-ups for buzzers and turn off lights
DDRB = 0x55; // buzzers on odds, lights on evens

PORTB = OxFF; // set pull-ups for buzzers and turn off lights
DDRC = OxFF; // all outputs for timer

PORTC = 0x00; // set time display to 00

DDRD = 0x80; // moderator buttons on 3..0, audio on 7
PORTD = OxOF; // pull-ups for buttons

// initialize variables

wait = 0x00;

time = 0x00;

time_status = STOP;

lockout = 0x00;

audio = NONE;

// enable interrupts
#asm("sei");

// start-up test

// cycle through team A
TCCR2 = PWM_ON;

0CR2 = F_TEAMA;

j = 0xBF;

PORTA = j;

for (i = 0; i < 4; i++) {
// wait 0.2 second
wait = 4;
while(0 '= wait);
TCCR2 = PWM_OFF;
j o o>>=2;
PORTA = j;
T
PORTA = OxFF;

// cycle through team B
TCCR2 = PWM_ON;
0CR2 F_TEAMB;
j 0xBF;
PORTB = j;
for (i = 0; i < 4; i++) {
// wait 0.2 second
wait = 4;
while(0 !'= wait);
TCCR2 = PWM_OFF;
] >>= 2;
PORTB = j;

}
PORTB = OxFF;

18
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// test time expired audio for 0.2 seconds
TCCR2 = PWM_ON;

0CR2 F_TIME;

wait 4;

while(0 !'= wait);

TCCR2 = PWM_OFF;
// done start-up test

while(1) {
// check timer
if ((0x00 == time) && (RUN == time_status)) {
time_status STOP;
lockout 0x01;
audio TIME;
}

// if not locked out, check the buzzers
if ('lockout) {
if (OxFF !'= PINA) {

// turn on light, lock out,
// and enable the audio
PORTA = PINA >> 1;
PORTC = 0x00;

time = 0x00;
time_status = STOP;

lockout = 0x01;

audio = TEAMA;

}
else if (OxFF != PINB) {

// turn on light, lock out,
// and enable the audio
PORTB = PINB >> 1;
PORTC = 0x00;

time = 0x00;
time_status = STOP;

lockout = 0x01;

audio = TEAMB;

}
}

// check moderator’s buttons
if (OxFF !'= PIND) {

if (0 == PIND.O) {
// reset lockout system
PORTA = OxFF;
PORTB = OxFF;
PORTC = 0x00;
lockout = 0x00;
time = 0x00;
time_status = STOP;
audio = NONE;

}

else if (0 == PIND.1) {
// zero timer
PORTC = 0x00;
wait = 0x00;
time = 0x00;
time_status = STOP;
audio = NONE;

}

else if (0 == PIND.2) {
// set timer for five seconds
PORTC = 0x05;
wait = 0x00;
time = 5;
time_status = RUN;
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A.2 ATtiny28(L) Assembly for the

}

else if (0 == PIND.3) {

// set timer for ten seconds

0.2 seconds and turn audio off

PORTC = 0x10;
wait = 0x00;
time = 10;
time_status = RUN;
T
¥
// enable audio if needed
if (NONE !'= audio) {
if (TIME == audio) {
TCCR2 = PWM_ON;
0CR2 = F_TIME;
¥
else if (TEAMA == audio) {
TCCR2 = PWM_ON;
0CR2 = F_TEAMA;
}
else if (TEAMB == audio) {
TCCR2 = PWM_ON;
0CR2 = F_TEAMB;
T
audio = NONE;
// wait
wait = 4;
while(0 !'= wait);
TCCR2 = PWM_OFF;

.include <tn28def.inc>
5 3ok ok sk ok sk ok ok ok sk ok sk sk ok ok sk ok sk s ok sk s ok ok sk sk sk ok s ok sk sk sk s s ok sk ok sk s o sk s ok ok sk sk ok sk ok s ok sk o sk sk s ok sk sk ok sk sk ok sk sk ok ok sk sk ok sk ok s ok sk ok sk ok sk ok ok

3 ¥

i C
3k

onstants

Remote Control Unit

This source code is located at http://instructl.cit.cornell.edu/courses/eceprojectsland/STUDENTPROJ/
2005t02006/rw88/code/remote.asm and is adapted from Atmel’s application note AVR415: RC5 IR Re-
mote Control Transmitter.

5 okokokokookook ok ok ok ok ok ok ok ok ok ok ok ok ok sk ok sk sk ok sk ok ok ok ok ok ok ok ok ok ok ok ok ok ok sk ok sk ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok sk sk ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok sk sk sk sk ok ok ok ok ok ok ok ok ok ok ok ok ok

.equ
.equ

.equ
.equ
.equ

.equ
.equ
.equ
.equ
.equ
.equ

.equ

pulses = 266 - 32
numberofbits = 30
invPA2ovE = (1<<3)
activePA2ovf = (2<<3)
inactivePA2ovf = (3<<3)
noM0D =0
F38KHz_D25 = (2<<3) | 3
F38KHz_D33 = (3<<3) | 2
F38KHz_D50 = (5<<3) | 1
F38KHz_D67 = (3<<3) | 4
F38KHz_D75 = (2<<3) | 5
FAULT = OxFF

256 - pulses per bit half

2 * number of bits to transfer + 1

N

MODCR
MODCR
MODCR
MODCR
MODCR
MODCR

value
value
value
value
value
value

for
for
for
for
for
for

no output

38KHz
38KHz
38KHz
38KHz
38KHz

output,
output,
output,
output,
output,

25%
33%
50%
67%
75%

dutycycle
dutycycle
dutycycle
dutycycle
dutycycle

5 okokokokookosk ok ok ok ok ok ok ok ok ok ok ok ok ok sk ok sk sk ok sk ok ok ok ok ok ok ok ok ok ok ok ok ok ok sk ok sk ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok sk sk ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok sk ok sk sk ok ok ok ok ok ok ok ok ok ok ok ok ok

e

;* Register definitions
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e

5 okokokokookosk ok ok ok ok ok ok ok ok ok ok ok ok ok sk ok sk sk ok sk ok ok ok ok ok ok ok ok ok ok ok ok ok ok sk ok sk ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok sk sk ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok sk ok sk sk ok ok ok ok ok ok ok ok ok ok ok ok ok

.def select = RO ; Register to hold MSB of transmission
.def command = R1 ; Register to hold LSB of transmission
.def zero = R2 ; Register preset to zero

; - This line will generate a warning that R27 is already
; —— defined as XH. The warning can be ignored.
.def allhigh = R27 ; Register preset to OxFF

.def temp = R16 ; Temporary register

.def toggle = R17 ; Register to contain toggle bit value

.def toggle_mask = R18 ; Register to contain toggle mask

.def row_scan = R19 ; Scan value Row

.def row_saved = R20 ; Saved value Row

.def col_scan = R21 ; Scan value Col

.def col_saved = R22 ; Saved value Col

.def ptr = R23 ; Pointer value used with the lookup table

.def old_ptr = R24 ; Last lookup table pointer value (needed to calculate toggle bit)
.def keys = R25 ; Value used to count number of pressed keys

; -— This line will generate a warning that R26 is already
; —— defined as XL. The warning can be ignored.
.def bitnumb = R26 ; Register which contains the number of bits to be transfered

3 3K KoK ok o R ok ok ok ok ok o ok ok o K ok o o ok o o K ok o o K ok o ok ok o ok ok o ok o o ok ok ok o ok o o ok o o ok ok sk o ok ok o ok sk o sk ok o ok ok ok o ok o o o ok ok o k ok ok ok ok ok o k sk o ok ok ok ok
;%

;* Interrupt Vectors

;%

5 3ok ok sk ok sk ok ok ok sk ok sk sk ok ok sk ok sk s ok sk s ok ok sk sk sk ok s ok sk sk sk s s ok sk ok sk s o sk s ok ok sk sk ok sk ok s ok sk o sk sk s ok sk sk ok sk sk ok sk sk ok ok sk sk ok sk ok s ok sk ok sk ok sk ok ok

; .cseg
.org 0x0000
rjmp reset ; Reset vector

.org LLINTaddr ; Low level Interrupt Vector Address
rjmp send

.org O0VFOaddr
rjmp bitfinished

;*%kk*% RC5 Lookup Table;

e

;% Format of data should be in binary

;* 11XSSSSSCCCCCC11

;% Here the command word is shown as 0xC003 | (SYSCODE << 8) | (command << 2)

e

3 3Kk oK ok o koK ok ok ok ok o ok ok o K ok o o ok ok o ok o o K ok o ok o o ok ok o o ok ok o ok ok o o ok o ok ok ok o o 3k ok ok o ok o ok ok ok ok o K ok ok ok ok o ok ok ok ok ok ok ok ok ok K ok

.equ SCORE = 21 ; The system code for Scoreboard

lookup:

; Column O

.dw 0xC003 | (SCORE << 8) | (2 << 2) ; Start timer
.dw 0xC003 | (SCORE << 8) | (3 << 2) ; Stop timer

.dw 0xC003 | (SCORE << 8) | (4 << 2) ; Add 10 minutes
.dw 0xC003 | (SCORE << 8) | (5 << 2) ; Sub 10 minutes
.dw 0xC003 | (SCORE << 8) | (6 << 2) ; Add 1 minute
.dw 0xC003 | (SCORE << 8) | (7 << 2) ; Sub 1 minute
.dw 0xC003 | (SCORE << 8) | (1 << 2) ; Reset timer
.dw 0xC003 | (SCORE << 8) | (8 << 2) ; Add 10 seconds
; Column 1

.dw 0xC003 | (SCORE << 8) | (9 << 2) ; Sub 10 seconds
.dw 0xC003 | (SCORE << 8) | (10 << 2) ; Add 1 second
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MEng Design Project



Richard J. D. West ’05 MEng Design Project

96  .dw 0xC003
97  .dw 0xC003
98  .dw 0xC003
99 .dw 0xC003
100 .dw 0xC003
101 .dw 0xC003

(SCORE << 8)
(SCORE << 8)
(SCORE << 8)
(SCORE << 8)
(SCORE << 8)
(SCORE << 8)

(11 << 2) ; Sub 1 second
(12 << 2) ; Save 0

(13 << 2) ; Load 0

(14 << 2) ; Save 1

(15 << 2) ; Load 1

(63 << 2) ; Test unit

103 ; Column 2
104 .dw 0xC003
105 .dw 0xC003
106  .dw 0xC003
107 .dw 0xC003
108 .dw 0xC003
109 .dw 0xC003
110 .dw 0xC003
111 .dw 0xC003

(SCORE << 8)
(SCORE << 8)
(SCORE << 8)
(SCORE << 8)
(SCORE << 8)
(SCORE << 8)
(SCORE << 8)
(SCORE << 8)

(20 << 2) ; Add 5 to A
(21 << 2) ; Sub 5 from A
(16 << 2) ; Zero A

(17 << 2) ; Add 1 to A
(18 << 2) ; Sub 1 from A
(36 << 2) ; Add 5 to B
(37 << 2) ; Sub 5 from B
(32 << 2) ; Zero B

113 ; Column 3
114 .dw 0xC003
115 .dw 0xC003

(SCORE << 8)
(SCORE << 8)

(33 << 2) ; Add 1 to B
(34 << 2) ; Sub 1 from B

I I
I I
116 .dw 0xC003 | (SCORE << 8) | (0 << 2) ; Ext 1
117 .dw 0xC003 | (SCORE << 8) | (0 << 2) ; Ext 2
118 .dw 0xC003 | (SCORE << 8) | (0 << 2) ; Ext 3
119 .dw 0xC003 | (SCORE << 8) | (0 << 2) ; Ext 4
120 .dw 0xC003 | (SCORE << 8) | (0 << 2) ; Ext b
121  .dw 0xC003 | (SCORE << 8) | (0 << 2) ; Ext 6
122
123
124 ;#%% Reset handler skkkkskskskskskskskokskokskokskokkokkkkihdhkkkkkkkokookdokdokdok ok kkk
125+
126 ;* Executed on reset
127+
128 jssksokskoksokskskkokokkok kbR koo ok ok sk kKK koo ok ko ko K kK
129
130 reset:
131
132 ;kx% Must set up Stack to be able to run in emulator..
133 ; 1di r16,0x5F+3*2 ; set up a three level deep stack
134 ; out 0x3d,r16
135
136 clr zero ; Initialize "zero" register
137 ser allhigh ; Initialize "allhigh" register
138 clr bitnumb ; Initialize bitcounter register
139
140 out DDRD,allhigh ; Set Port D as output
141
142 out PORTA,allhigh ; No IR output, all other PORTA pins pulled high
143 sbi PACR,PA2HC ; Enable high current driver
144
145 sbi ICR,TOIEO ; Enable Timer Overflow
146
147 1di temp,F38KHz_D50 ; Set up hardware modulator
148 out MODCR,temp
149
150 1di toggle_mask, Ob00100000 ; Bit 5 is the toggle bit
151
152
153 ;##% Main loop kbbb kkkohokkk Kook ok Kok
154 s *
155  ;* Code executed after each interrupt
156 ;*
TBT  jssksskskkkdkk ok kR AR A A A K F KA A AAAAAAAAFA K KKK KK KK FHF KK
158
159 main_loop:
160 cli ; Disable interrrupts
161 tst bitnumb ; Is transmission finished
162 breq Pwdn_mode ; Transmission not complete
163 1di temp, (1<<PLUPB) | (1<<SE) ; Enable IDLE mode
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164

165 rjmp pwdn_enable ; Enter IDLE mode

166

167 Pwdn_mode:

168 sbi ICR,LLIE ; Enable low level interrupt when transmission complete
169 1di temp, (1<<PLUPB) | (1<<SE)|(1<<SM) ; Enable PowerDown mode

170

171  pwdn_enable:

172 out MCUCS,temp

173

174 sei ; Enable interrupts

175 sleep ; Enter powerdown

176

177 rjmp main_loop ; Loop to top of main loop each interrupt

178

179

180 ;#%% Low level interrupt handler skikskskkkskiokkskkokskkokskkohskkiodok ok kodokkokk
181 ;=

182 ;% Executed on low level interrupt (key pressed, no transmission)

183 ;*

T84  jkskarskkokokskorkookdkokok ok ok ok ok kb ook sk ok ook ok kb ok o ook sk ok ook ok sk ko ook kb ook ok ko
185

186

187  send:

188 cbi ICR,LLIE ; Disable low level interrupt during transmission

189

190 ;#%% find_command kkskskkskkskskokskskokkok dokkok ok koo ko okokok dok ok k ok k kK
191 ;#

192 ;* Scans keyboard and stores the correct word to transfer in the

193 ;% R1:RO register pair.

194 =«

195 ;* Registers used : temp, row_scan, col_scan

196 ;* Flags used : C

197+

198 ;% Format:

199 ;= R1 RO

200 ;=

201 sk St St TO S4 S3 S2 S1 SO - C5 C4 C3 C2 C1 CO x1 x0

202 ;¢ == - -

203 H | | ISystem code | Command |Unused

204 ;% |

205 ;= |  +- Toggle Bit

206 s * +o—m—- Start Bits

207 ;%

208 ;kkskoksokokotok ok ko sk sk ok ok sk ok ok sk ok ko sk ok ko sk kot ko ok ok o ko ok ok ook
209 1di keys,193 ; Set keys to 193, add (8*8-1) | OxFF = 0 for valid input
210 1di col_scan,l ; Initialize scan of first Column

211

212  cont_col_scan:

213 out DDRD,col_scan ; Set One Column to output, the rest tristated.
214 out PORTD,zero ; Write "0" to the output, tristate all other lines
215 nop

216 nop

217 in row_scan,PINB ; Read response from input pins

218

219 cpi row_scan,0xff ; Any key pressed?

220 brne key_pressed ; If yes then branch to count routine

221

222 subi keys,-8 ; if no keys pressed, add 8 to keys

223

224  ret_key_pressed:

225

226 out PORTD,allhigh ; Pull all input pins high

227 out DDRD,allhigh

228

229 1sl col_scan ; Check next line on the keyboard

230 brcc cont_col_scan ; If bit is not shifted through, continue scan
231
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1di ptr,fault ; Initialize to error value.

tst keys ; One, and only one zero should have been found in row scan.

brne ch_end ; If number of ones found != 63 then return with faulty ptr
£12:

inc ptr

lsr row_saved
brcs f12 ; until: ptr contains binary value of "row"

£13:
sbrc col_saved,0 ; test if 1lsb is one -> current column contains the pressed button
rjmp fcont ; If correct column, value calculated
subi ptr, -8 ; If not correct column, add 8 to pointer value
lsr col_saved ; Test next column
rjmp f13
fcont:

1di ZL,low(lookup)*2

1di ZH,high(lookup)*2

1sl ptr ; Adjust pointer value to compensate for byte/word wide addressing
add ZL,ptr ; Add pointer value to lookup table base address

adc ZH,zero

lpm ; Load low byte in transmission (last byte to transfer)
mov command,r0 ; Move low byte to correct storage position

inc ZL ; Select next byte in lookup table

lpm ; Load high byte in transmission (first byte to transfer)
cp old_ptr,ptr ; is it a new command?

breq same_ptr ; Do not invert togglebit if same command

eor toggle,toggle_mask ; Invert toggle bit

same_ptr:
bst toggle,5 ; Copy Toggle bit to T-flag
bld select,5 ; Insert Toggle bit into syscode byte from T-flag

5 kRt sk sk ok sk ko stk sk ok ko sk sk ok sk ko sk sk kok ko sk sk ok sk skokskskkok ko sk sk ok sk ko sk sk kb ki sk kb ko sk sk ok ok ko sk sk ok

s *

;¥ Code to start a transmit sequence

;% Transmits 14 bits, bit 1 in input command must be 1 to ensure

;% glitch free operation

;%

5 kRt sk sk ok sk ko stk sk ok ko sk sk ok sk ko sk sk kok ko sk sk ok sk skokskskkok ko sk sk ok sk ko sk sk kb ki sk kb ko sk sk ok ok ko sk sk ok
1di temp,inactivePA2ovf ; Ensure no output at start of transmission
out TCCRO,temp ; Inserts a dummy inactive period of 288*38KHz

; cycles at start of each transmission

1di bitnumb,numberofbits ; Initialize bitcounter

ch_end:
out DDRD,allhigh ; Set keyboard in "detect" mode
out PORTD,zero ; Restore passive scan pattern on keyboard

mov old_ptr,ptr ; Save ptr value,
ret ; Return from interrupt

5 skt sk ok ok ok sk ok ko ks ok ok sk ko sk sk ok sk s sk ok sk sk o sk sk sk sk s ok sk sk sk sk ok sk sk sk ok sk sk sk s ks sk sk sk sk ok sk sk o ok ok
e

;% Code to store away keypad data and find number of pressed keys in this column

3%

5 kRt sk sk ok sk ko stk sk ok ko sk sk ok sk ko sk sk kok ko sk sk ok sk skokskskkok ko sk sk ok sk ko sk sk kb ki sk kb ko sk sk ok ok ko sk sk ok

key_pressed:
mov col_saved,col_scan ; Store Column value

mov row_saved,row_scan ; Store Row value

cont_row_scan:
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sbrc row_scan,0 ; Bit 0 =1

inc keys ; Increase for each logical one found

lsr row_scan ; Rotate row value one plase to the left
brne cont_row_scan ; Continue until all one’s in row is gone

rjmp ret_key_pressed

sRkR GTAnSIMIT  kokokkokok ok ok sk s ok ok ok ok sk ok s ok sk sk sk ok s ok sk ok o sk sk o sk s ke ok sk sk ok sk ok o ok sk o sk ok o ok ok
3%

;% Sends the complete syscode and command stored in the register pair
;* select:command.

e

5 3okt sk ok sk koo ok koo ok o ok sk s ok sk sk s ok sk sk koo s ks o sk o sk s ok o sk sk ok s ok sk s sk ok o ok

bitfinished:

dec Dbitnumb ; Decrease bitcounter
breq finished ; If all bits have been transmitted, end transmission

1di temp,pulses ; Reload timer
out TCNTO,temp

sbrc bitnumb,0 ; Is this the second half of this bit transfer?
rjmp firsthalf

1di temp,invPA2ovf ; If second half, Load Invert PA2 On Next Compare
rjmp intfin

finished:

sbic TCCRO,CS02 ; Was last interrupt longwait?
rjmp end_longwait ; Signal end of transmit

1di bitnumb,1 ; Load bitcounter to ensure correct operation

1di temp,207 ; Preload counter to give 50176 cycles delay

out TCNTO,temp ; The sending of the next byte will give an extra delay
; of 34566 cycles, giving a minimum of 53632 cycles between
; transmissions

1di temp,5 ; Set prescaler to CK/1024

rjmp intfin

end_longwait:

out TCCRO,zero ; Disable timer after command and longwait
; finished
in  temp,PINB ; Check keybord for to ensure correct operation of toggle bit
cpi temp,OxFF
brne NotSetFault ; If keys pressed, proceed

1di old_ptr,fault ; If no keys pressed, load pointer with error value to ensure correct
; operation of the toggle bit

NotSetFault:

ret ; Return from interrupt, transmission complete

firsthalf:

1sl command ; Move output bit to carry
rol select

brcc outlow ; Next bit is a low value

1di temp,inactivePA2ovf ; Set next interval to output signal
rjmp intfin

outlow:

1di temp,activePA2ovf ; Set next interval to output no signal

intfin: ; Return from interrupt, not finished transmission

out TCCRO,temp ; Set moulator options/timer prescaler
ret

25
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A.3 ATmega32 Source for the Scoreboard & Timer Unit

This source code is located at http://instructl.cit.cornell.edu/courses/eceprojectsland/STUDENTPROJ/
2005t02006/rw88/code/sbm32.c. A portion of this source code is adapted from Atmel’s application note
AVR410: RC5 IR Remote Control Receiver.

~
*

Richard West ’05
2006 Master of Engineering Candidate
Electrical and Computer Engineering

Master of Engineering Design Project

COPYRIGHT & LICENSE:
Copyright (C) 2006 Richard West

From http://www.gnu.org/copyleft/gpl.html:

This program is free software; you can redistribute it and/or
modify it under the terms of the GNU General Public License

as published by the Free Software Foundation; either version 2
of the License, or (at your option) any later version.

This program is distributed in the hope that it will be useful,
but WITHOUT ANY WARRANTY; without even the implied warranty of
MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE. See the
GNU General Public License for more details.

You should have received a copy of the GNU General Public License
along with this program; if not, write to the Free Software
Foundation, Inc., 51 Franklin Street, Fifth Floor, Boston, MA
02110-1301, USA.

DESCRIPTION:

Source code for the ATmega32 used to control the timer and two
ATtiny26(L) ICs as part of the larger scoreboard and timer unit.
The time is maintained in packed BCD format in the following
order: 10 minutes digit in the upper nibble of PORTA, 1 minute
digit in the lower nibble of PORTA, 10 seconds digit in the
upper nibble of PORTB, and 1 second digit in the lower nibble of
PORTB. Each digit serves as the input to a 4511 BCD to Seven
Segment IC (see schematics).

PORTC is used to control the rest of the scoreboard and timer

unit by issuing commands to the two ATtiny26(L) ICs (see schematic).
The control for the piezo siren is also operated by a control signal
on PORTC. All user control input is received by the 38kHz infrared
demodulator on PIND.O.

See the scoreboard and timer schematics and the ATmega32 source
for more information.

¥R ¥ X ¥ ¥ K K K K X K X K K K K R K K K K K K K K K K K K K X K O K O K K K X ¥ ¥ *

*
~

#include <mega32.h>

// remote control address
#define IR_ADDRESS  0b10101

// remote control commands
#define NO_COMMAND  0b000000
// timer commands

#define RESET_TIME  0b000001
#define START_TIME 0b000010
#define PAUSE_TIME 0b000011
#define ADD10_MIN 0b000100
#define SUB10_MIN 0b000101
#define ADDO1_MIN 0b000110
#define SUBO1_MIN 0b000111
#define ADD10_SEC 0b001000
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#define
#define
#define
#define
#define
#define
#define
// team
#define
#define
#define
#define
#define
// team
#define
#define
#define
#define
#define
// test
#define

SUB10_S
ADDO1_S
SUBO1_S

EC 0b001001
EC 0v001010
EC 0b001011

SAVE_TIMEO  0b001100

RECALL_

TIMEO 0b001101

SAVE_TIME1  0b001110

RECALL_TIME1 0b001111
A commands

A_RESET 0b010000
A_ADD1 0b010001
A_SUB1 0b010010
A_ADDS 0b010100
A_SUBbS 0b010101
B commands

B_RESET 0b100000
B_ADD1 0b100001
B_SUB1 0b100010
B_ADD5 0b100100
B_SUBbS 0b100101
unit

TEST_UNIT Ob111111

// command definitions

#define
#define
#define
#define
#define
#define
#define
#define

RESET
ADD1
SUB1
ADD5
SUBS
TEST_NE!
TEST_PO
NO_CMD

0b000
0b001
0b010
0b011
0b100
G 0b101
S 0b110
Obi11

// timer_status definitions
#define PAUSE 0x00

#define

START O

x01

#pragma regalloc-
field definitions

// Time
typedef

unsigned char sec; // Port B
unsigned char min;

struct

} time_struct;

union {

{

unsigned int full;
time_struct parts;

} time;

unsigned char wait;

unsigned char timer_status, dec_timer;

#pragma regalloc+

// IR Demodulator Definitions

// note: the 38 kHz demodulator is inverting

#define
#define

Low 1
HIGH 0

/*#pragma regalloc-
// RC5 field definitions

typedef

struct

unsigned int
unsigned int
unsigned int
unsigned int
unsigned int

} frame_

union {

struct;

{

command : 6
address : 5
control : 1;
start 2
junk 2

// Port A
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unsigned int full;
frame_struct bits;
} frame;

unsigned char cmd_wait;

unsigned char cmd_bit_done, cmd_bit_value, cmd_bit_count;

unsigned char cmd_frame_done;
#pragma regalloc+x*/

#pragma regalloc-
// Command bitfield definitions
typedef struct {

unsigned char cmdA : 3; // 2..0
unsigned char cmdB : 3; // 5..3
unsigned char buzz : 1; // 6

unsigned char junk : 1; // 7 (not used)

} cmd_struct;

union {
unsigned char full;
cmd_struct bits;

} cmd;

unsigned char cmd_received, new_cmd;
#pragma regalloc+

// eeprom entries for saved times
// saved_time[0] = 09:00
// saved_time[1] = 00:45

eeprom int saved_time[2] = {0x0900, 0x0045};

//#define DEBUG
#ifdef DEBUG
unsigned char ij;
#endif

// Timerl Compare Interrupt Service Routine
interrupt [TIM1_COMPA] timil_compa_isr() {
if (0 < wait) wait--;

else if (timer_status == START) {
// reset wait for another second
wait = 20;
dec_timer = 0x01;

}

/*if (cmd_wait > 0) cmd_wait--;
else {
// read next bit from PIND.O

// state machine here
Ix/
T

void main(void) {
// initialize timeril

TIMSK = 0x10; // enable timerl compareA interrupt

TCCR1B
OCR1A

12500; // interrupt every 1/20 seconds

// initialize I/0

DDRA = OxFF; // all output

DDRB = OxFF; // all output

DDRC = OxFF; // all output (C.7 not used)

DDRD = 0x00; // D.0 is input (D.6-1 not used)
PORTA = 0x00;
PORTB = 0x00;
PORTC = OxFF;

0x0B; // clear on match A, set prescalar to 64
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// initialize variables
time.full = 0x0000;
wait = 0x00;
timer_status = PAUSE;
dec_timer = 0x00;
/*frame.full = 0x0000;
cmd_wait = 0x00;
cmd_bit_done = 0x00;
cmd_bit_value = 0x00;
cmd_bit_count = 0x00;
cmd_frame_done = 0x00;
cmd. full = 0x00;*/
cmd_received = 0x01;
new_cmd = TEST_UNIT;

// enable interrupts
#asm("sei");

while(1) {
/*// check if Manchester-coded bit detected
if (cmd_bit_done) {
// reset flag
cmd_bit_done = 0x00;

// update RC5 frame
frame.full <<= 1;
if (cmd_bit_value) frame.full |= 0x01;

// update bit count
cmd_bit_count++;

if (cmd_bit_count == 14) {
// RC5 frame is now complete
cmd_frame_done = 0x01;
cmd_bit_count = 0x00;
}
}

// check RC5 frame if completed
if (cmd_frame_done) {

// reset flag

cmd_frame_done = 0x00;

// parse frame to see if it is legitimate
if ((frame.bits.start == Obll) && (frame.bits.control == 0b0)) {
// only accept command if intended for this device
if (frame.bits.address == IR_ADDRESS) {
// extract and signal new command
new_cmd frame.bits.command;
cmd_received 0x01;

}

// clear RC5 frame
frame.full = 0x0000;
}
Fx/

// process command if received
if (emd_received) {

// reset flag

cmd_received = 0x00;

// execute command
switch (new_cmd) {
case (NO_COMMAND):
cmd.bits.cmdA = NO_CMD;
cmd.bits.cmdB = NO_CMD;
break;
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case (TEST_UNIT):
if (timer_status == PAUSE) {
and scoreboard

// test timer

time.full = 0x8888; // time = 88:88
cmd.bits.cmdA = TEST_P0S; // scoreA = 888
cmd.bits.cmdB = TEST_P0S; // scoreB = 888
cmd.bits.buzz = 0b0;

PORTA = time.parts.min;

PORTB = time.parts.sec;

PORTC = cmd.full;

// wait 0.2 seconds

wait = 4;

while(0 < wait);

cmd.bits.cmdA = TEST_NEG; // scoreA = -88
cmd.bits.cmdB = TEST_NEG; // scoreB = -88
cmd.bits.buzz = 0b0;

PORTC = cmd.full;

// wait 0.2 seconds

wait = 4;

while(0 < wait);

time.full = 0x0000; // time = 00:00
cmd.bits.cmdA = RESET; // scoreA = 000
cmd.bits.cmdB = RESET; // scoreB = 000
cmd.bits.buzz = 0bl; // siren ON
PORTA = time.parts.min;

PORTB = time.parts.sec;

PORTC = cmd.full;

// wait 0.1 seconds
wait = 2;
while(0 < wait);

cmd.bits.cmdA = NO_CMD;
cmd.bits.cmdB = NO_CMD;
cmd.bits.buzz = 0b0;
PORTC = cmd.full;

// siren OFF

// done test of timer and scoreboard

#ifdef DEBUG

for (i = 0; i < 15; i++) {
// wait 0.1 seconds
wait = 2;
while(0 < wait);

cmd.bits.cmdA = ADD1;
cmd.bits.cmdB = ADD1;
PORTC = cmd.full;

// wait 0.4 seconds
wait = 8;
while(0 < wait);

cmd.bits.cmdA = NO_CMD;
cmd.bits.cmdB = NO_CMD;
PORTC = cmd.full;

}

for (i = 0; i < 20; i++) {
// wait 0.1 seconds
wait = 2;
while(0 < wait);

cmd.bits.cmdA = SUB1;
cmd.bits.cmdB = SUB1;
PORTC = cmd.full;
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// wait 0.4 seconds
wait = 8;
while(0 < wait);

cmd.bits.cmdA = NO_CMD;

cmd.bits.cmdB = NO_CMD;

PORTC = cmd.full;
}

for (i = 0; i < 5; i++) {
// wait 0.1 seconds
wait = 2;
while(0 < wait);

cmd.bits.cmdA = ADD5;
cmd.bits.cmdB = ADDS;
PORTC = cmd.full;

// wait 0.4 seconds
wait = 8;
while(0 < wait);

cmd.bits.cmdA = NO_CMD;

cmd.bits.cmdB = NO_CMD;

PORTC = cmd.full;
}

for (1 = 0; i < 4; i++) {
// wait 0.1 seconds
wait = 2;
while(0 < wait);

cmd.bits.cmdA = SUBS;
cmd.bits.cmdB = SUB5;
PORTC = cmd.full;

// wait 0.4 seconds
wait = 8;
while(0 < wait);

cmd.bits.cmdA = NO_CMD;
cmd.bits.cmdB = NO_CMD;
PORTC = cmd.full;
}
#endif
}
break;

case (RESET_TIME):
if (timer_status == PAUSE) {
time.full

}

break;

case (START_TIME):

if (timer_status == PAUSE) {
timer_status = START;

T

break;

case (PAUSE_TIME):

if (timer_status == START) {
timer_status = PAUSE;

¥

break;

case (ADD10_MIN):
if (timer_status == PAUSE) {

= 0x0000; // time
cmd.bits.buzz = 0b0; // mute

= 00:00
piezo siren
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// increment timer by 10 minutes and wrap
time.parts.min += 0x10;
if ((time.parts.min & O0xFO0) > 0x90) {
time.parts.min &= OxOF;
}
}

break;

case (SUB10_MIN):
if (timer_status == PAUSE) {
// decrement timer by 10 minutes and wrap
time.parts.min -= 0x10;
if ((time.parts.min & O0xFO0) > 0x90) {
time.parts.min &= OxOF;
time.parts.min |= 0x90;
}
¥

break;

case (ADDO1_MIN):
if (timer_status == PAUSE) {
// increment timer by 1 minute and wrap
time.parts.min += 0x01;
if ((time.parts.min & O0xOF) > 0x09) {
time.parts.min &= OxFO;
}
¥

break;

case (SUBO1_MIN):
if (timer_status == PAUSE) {
// decrement timer by 1 minute and wrap
time.parts.min -= 0x01;
if ((time.parts.min & 0xOF) > 0x09) {
time.parts.min &= OxFO;
time.parts.min |= 0x09;
}
¥

break;

case (ADD10_SEC):
if (timer_status == PAUSE) {
// increment timer by 10 seconds and wrap
time.parts.sec += 0x10;
if ((time.parts.sec & 0xF0) > 0x90) {
time.parts.sec &= OxOF;
}
}

break;

case (SUB10_SEC):
if (timer_status == PAUSE) {
// decrement timer by 10 seconds and wrap
time.parts.sec -= 0x10;
if ((time.parts.sec & 0xF0) > 0x90) {
time.parts.sec &= O0xOF;
time.parts.sec |= 0x90;
}
}

break;

case (ADDO1_SEC):
if (timer_status == PAUSE) {
// increment timer by 1 second and wrap
time.parts.sec += 0x01;
if ((time.parts.sec & 0xOF) > 0x09) {
time.parts.sec &= OxFO;

}
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}

break;

case (SUBO1_SEC):
if (timer_status == PAUSE) {
// decrement timer by 1 second and wrap
time.parts.sec -= 0x01;
if ((time.parts.sec & 0xOF) > 0x09) {
time.parts.sec &= O0xFO;
time.parts.sec |= 0x09;
}
¥

break;

case (SAVE_TIMEO):

if (timer_status == PAUSE) {
// save current time into EEPROM
saved_time[0] = time.full;

T

break;

case (RECALL_TIMEO):

if (timer_status == PAUSE) {
// restore time from EEPROM
time.full = saved_time[0];

T

break;

case (SAVE_TIME1):

if (timer_status == PAUSE) {
// save current time into EEPROM
saved_time[1] = time.full;

T

break;

case (RECALL_TIME1):

if (timer_status == PAUSE) {
// restore time from EEPROM
time.full = saved_time[1];

T

break;

case (A_RESET):
cmd.bits.cmdA = RESET;
break;

case (A_ADD1):
cmd.bits.cmdA = ADD1;
break;

case (A_SUB1):
cmd.bits.cmdA = SUB1;
break;

case (A_ADD5):
cmd.bits.cmdA = ADD5;
break;

case (A_SUB5):
cmd.bits.cmdA = SUBS;
break;

case (B_RESET):
cmd.bits.cmdB = RESET;
break;

case (B_ADD1):
cmd.bits.cmdB = ADD1;
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break;

case (B_SUB1):

cmd.bits.cmdB = SUB1;

break;

case (B_ADD5):

cmd.bits.cmdB = ADD5;

break;

case (B_SUBbB):

cmd.bits.cmdB = SUB5;

break;

default:

cmd.bits.cmdA
cmd.bits.cmdB
cmd.bits.buzz

break;

}
}

// else signal that no command was received

else {

cmd.bits.cmdA
cmd.bits.cmdB

}

NO_CMD;
NO_CMD;
0b0;

NO_CMD;
NO_CMD;

// decrement timer every second

if (dec_timer) {
// reset flag
dec_timer = 0x00;

// perform binary subtraction
time.full -= 0x0001;

// normalize result into packed BCD

// note: resetting seconds occurs before normalizing

if ((time.parts.min & OxFO0) > 0x90) {

time.full -= 0x6000;

}

if ((time.parts.min & O0xOF)

time.full -= 0x0600;

}

if (time.parts.sec == OxFF)

time.parts.sec = 0x59;

}

if ((time.parts.sec & O0xFO)

time.full -= 0x0060;

}

if ((time.parts.sec & 0xOF)

time.full -= 0x0006;

}

// timer has finished

if (time.full = 0x0000) {
cmd.bits.buzz = 0bl;
timer_status = PAUSE; //

}
}

// update display and commands

PORTA
PORTB
PORTC

time.parts.min;
time.parts.sec;
cmd.full;

//

> 0x09) {

{

> 0x90) {

> 0x09) {

sound siren
stop timer
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A.4 ATtiny26(L) Source for the Scoreboard & Timer Unit

This source code is located at http://instructl.cit.cornell.edu/courses/eceprojectsland/STUDENTPROJ/

OO0~ Ut W =

2005t02006/rw88/code/mod_t26. c.

~
O K K K X K ¥ X ¥ K K K K K X K K K K X K K K K K K K O K K X K F K K X K K K O K X K X ¥ ¥ *

*
~

Richard West ’05
2006 Master of Engineering Candidate
Electrical and Computer Engineering

Master of Engineering Design Project

COPYRIGHT & LICENSE:
Copyright (C) 2006 Richard West

From http://www.gnu.org/copyleft/gpl.html:

This program is free software; you can redistribute it and/or
modify it under the terms of the GNU General Public License

as published by the Free Software Foundation; either version 2
of the License, or (at your option) any later version.

This program is distributed in the hope that it will be useful,
but WITHOUT ANY WARRANTY; without even the implied warranty of
MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE. See the
GNU General Public License for more details.

You should have received a copy of the GNU General Public License
along with this program; if not, write to the Free Software
Foundation, Inc., 51 Franklin Street, Fifth Floor, Boston, MA
02110-1301, USA.

DESCRIPTION:

Source code for the ATtiny26(L) used to control an individual
team’s score as part of the larger scoreboard and timer unit.
The score is maintained in packed BCD format in the following
order: 100s digit in the lower nibble of PORTA, 10s digit in
the upper nibble of PORTB, and 1s digit in the lower nibble of
PORTB. Each digit serves as the input to a 4511 BCD to Seven
Segment IC (see schematics). While an accurate score is
maintained, the output is limited between -99 and 999 since
those are the limits for the three digit displays. The negative
sign is controlled by a single bit (PORTA.4) which is an input
to a 4001 Quad 2-Input NOR IC.

There is no direct user input to this ATtiny26(L). There are
only three bits of input (upper three bits of PINA) which
originate from a "master" ATmega32. See the scoreboard and
timer schematics and the ATmega32 source for more information.

FUSE BITS:

CLSEL3..0 = 0100 -> 8 MHz calibrated internal RC clock
RSTDISBL = 0 -> Disable reset and use B.7 as an I/0 pin
(note: parallel programming required if reset is diabled)

#include <tiny26.h>

// command definitions
#define RESET 0b000
#define ADD1 0b001
#define SUB1 0b010
#define ADDS 0b011
#define SUBS 0b100

#define TEST_NEG Ob101
#define TEST_POS Ob110
#define NO_CMD Obilill

unsigned char old_cmd, new_cmd;
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unsigned char do_add, do_sub;
unsigned int score, temp_score;

unsigned int increment;

void main(void) {
// initalize I/0

DDRA =

DDRB = OxFF; // all outputs
PORTA = 0x00;

PORTB = 0x00;

// initialize variscoreles

old_cmd = NO_CMD;
do_add = 0x00;
do_sub = 0x00;
score = 0x0000;
temp_score = 0x0000;
increment = 0x0000;
while (1) {

// get command from upper 3 bits of PINA

new_cmd = ((unsigned)(PINA >> 5));

// process command if changed

if (new_cmd !'= old_cmd)
// record command
old_cmd = new_cmd;

// execute command

switch (new_cmd) {
case NO_CMD:
break;

case RESET:
score = 0x0000;
break;

case ADD1:
increment = 0x0001;
do_add = 0x01;
break;

case SUB1:
increment
do_sub
break;

0x0001;
0x01;

case ADD5:
increment = 0x0005;
do_add = 0x01;
break;

case SUB5S:
increment = 0x0005;
do_sub = 0x01;
break;

case TEST_NEG:
score = 0x9912;
break;

case TEST_POS:
score = 0x0888;
break;

default:
break;

{

0x1F; // A.7-5 inputs, A.4-0 outputs

// score = 000

// score

// score

-88

888
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}

// perform packed BCD addition if required
if (do_add) {

// reset flag

do_add = 0;

// perform binary addition of increment
score += increment;

// normalize result into packed BCD

if ((score & 0x000F) > 0x0009) {
score += 0x0006;

}

if ((score & 0x00F0) > 0x0090) {
score += 0x0060;

T

if ((score & 0xOF00) > 0x0900) {
score += 0x0600;

}

if ((score & 0xF000) > 0x9000) {
score += 0x6000;

}

}

// perform packed BCD subtraction if required
if (do_sub) {

// reset flag

do_sub = 0;

// perform binary subtraction of increment
score -= increment;

// normalize result into packed BCD

if ((score & 0x000F) > 0x0009) {
score -= 0x0006;

}

if ((score & 0x00F0) > 0x0090) {
score -= 0x0060;

T

if ((score & 0xOF00) > 0x0900) {
score -= 0x0600;

}

if ((score & 0xF000) > 0x9000) {
score -= 0x6000;

}

}

// update displayed score

if (score > 0x4999) {
// maintain score but keep display within limits
if (score < 0x9901) temp_score = 0x9901; // temp_score = -99
else temp_score = score;

// compute 10s complement
temp_score = ((0x9999 - temp_score) + 1);

// assert negative sign flag
PORTA |= 0x10;

// note: 100s digit will always be 0 if the score is negative,
// but the 100s digit is never displayed. Therefore, updating
// the 100s digit is unnecessary.

// update 10s and 1s digits
PORTB = (unsigned char)(temp_score & OxOO0FF);
if ((PORTB & OxOF) > 0x09) {

PORTB += 0x06;
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¥
}
else {
// maintain score but keep display within limits
if (score > 0x0999) temp_score = 0x0999; // temp_score = 999
else temp_score = score;

// update all digits
PORTA = (unsigned char)(temp_score >> 8);
PORTB (unsigned char) (temp_score & O0xOOFF);
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B Schematics

The schematics are attached. They are available from http://instructl.cit.cornell.edu/courses/
eceprojectsland/STUDENTPR0OJ/2005t02006/rw88/schematics/ in both PDF and DCH format for Dip-
Trace. DipTrace is available from http://www.diptrace.com.

B.1 Moderator and Player Units

This schematic is available from http://instructl.cit.cornell.edu/courses/eceprojectsland/STUDENTPROJ/
2005t02006/rw88/schematics/moderator.pdf (PDF format) or http://instructl.cit.cornell.edu/
courses/eceprojectsland/STUDENTPROJ/2005t02006/rw88/schematics/moderator.dch (DipTrace DCH
format).
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Richard J. D. West ’05 MEng Design Project

B.2 Remote Control for Scoreboard and Timer Unit

This schematic is available from http://instructl.cit.cornell.edu/courses/eceprojectsland/STUDENTPROJ/
2005t02006/rw88/schematics/remote.pdf (PDF format) or http://instructl.cit.cornell.edu/courses/
eceprojectsland/STUDENTPR0J/2005t02006/rw88/schematics/moderator.dch (DipTrace DCH format).

The remote control schematic is part of the moderator and player units schematic since they were fabricated

on the same PCB.
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Richard J. D. West ’05 MEng Design Project

B.3 Scoreboard and Timer Unit

This schematic is available from http://instructl.cit.cornell.edu/courses/eceprojectsland/STUDENTPROJ/
2005t02006/rw88/schematics/schematic.pdf (PDF format) or http://instructl.cit.cornell.edu/
courses/eceprojectsland/STUDENTPR0J/2005t02006/rw88/schematics/schematic.dch (DipTrace DCH
format).

B.3.1 Revisions

Due to a disagreement between the schematic and the datasheet for the 4511, the latch enable pin was
mistakenly wired to VCC and not GND. Latch enable (LE) needs to be wired to GND for the displays
to update as the digits change. Different manufacturers’ datasheets describe the latch enable pin as either
active high or active low, but the functionality of the pin is identical for all 4511s. This error was corrected
for the Moderator and Player Units before that board was fabricated.

Due to the large power requirements, a separate self-regulated power supply had to be purchased to
supply five volts at six amps. To support this extra current load, the power and ground traces had to be
widened and rewired. This rewiring could not be accomplished entirely within the confines of the PCB, so
some external wiring of components is necessary to complete the power and ground supplies.

Another minor revision made to the printed circuit board was to increase the hole size for the piezo siren’s
mounting holes. In the originally fabricated printed circuit board, the external diameter of the mounting
holes was the correct size, but the interior diameter was not. Also, the control for the piezo siren has been
changed from active low to active high to simplify the code.

As a cosmetic detail, the through-holes for the IR demodulator have been moved to allow the demodulator
to lay flat against the printed circuit board without bending over the ATMega32.
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Richard J. D. West ’05 MEng Design Project

C Printed Circuit Board (PCB) Layouts

These PCB layouts are available from http://instructl.cit.cornell.edu/courses/eceprojectsland/
STUDENTPROJ/2005t02006/rw88/layouts/ in both PDF format and DIP format for DipTrace. DipTrace is
available from http://www.diptrace.com.

C.1 Moderator and Player Units and the Remote Control

This PCB layout is available from http://instructl.cit.cornell.edu/courses/eceprojectsland/STUDENTPROJ/
2005t02006/rw88/layouts/moderator.pdf (PDF format), http://instructl.cit.cornell.edu/courses/
eceprojectsland/STUDENTPR0OJ/2005t02006/rw88/layouts/moderator.dip (DipTrace DIP format), or
http://instructl.cit.cornell.edu/courses/eceprojectsland/STUDENTPR0OJ/2005t02006/rw88/layouts/
moderator.zip (zipped Gerber files). The remote control occupies the lower half of the PCB.
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Richard J. D. West ’05 MEng Design Project

C.2 Scoreboard and Timer Unit

This PCB layout is available from http://instructl.cit.cornell.edu/courses/eceprojectsland/STUDENTPROJ/
2005t02006/rw88/layouts/scoreboard.pdf (PDF format), http://instructl.cit.cornell.edu/courses/
eceprojectsland/STUDENTPR0OJ/2005t02006/rw88/layouts/scoreboard.dip (DipTrace DIP format), or
http://instructl.cit.cornell.edu/courses/eceprojectsland/STUDENTPR0OJ/2005t02006/rw88/layouts/
scoreboard.zip (zipped Gerber files).
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